
 International Journal of Advance Engineering and Research 
Development 

Volume 3, Issue 1, January -2016 
 

@IJAERD-2015, All rights Reserved                                                                    194 

 
 

Scientific Journal of Impact Factor (SJIF): 3.134 
e-ISSN (O): 2348-4470 
p-ISSN (P): 2348-6406 

Bug Triage with Data Reduction Techniques 

 
Shubham Shankar Gadge

1
, Rajratn Keshav Gaikwad

2
, Yogesh Madhukar Jadhav

3
, Prof. Geetika Narang

4 

1,2,3,4
Department Of Computer Engineering, SIT Lonawala  

 

 

Abstract — In the managing software bugs software groups spend some amount of cost. An inevitable step of solving 

bugs is Trojan horse triage, which goals to correctly assign a developer to a brand new worm. To reduce the time value 

in guide work, textual content type strategies are implemented to conduct automatic computer virus triage. On this task, 

we cope with the trouble of statistics discount for malicious program triage, i.e., the way to lessen the dimensions and 

improve the exceptional of worm statistics. In the proposed work integrate instance selection with feature choice to 

simultaneously reduce statistics scale at the worm measurement and the phrase dimension. To determine the order of 

applying example selection and characteristic choice, we extract attributes from historic worm information sets and 

build a predictive model for a new bug records set. We empirically investigate the performance of statistics discount on 

completely 600,000 computer virus reviews of big open supply initiatives, particularly Eclipse and Mozilla. The 

consequences display that our statistics reduction can correctly lessen the statistics scale and enhance the accuracy of 

malicious program triage. This challenge presents an approach to leveraging techniques on data processing to shape 

decreased and awesome bug records in software program improvement and upkeep. 
 

Keywords- Mining software repositories, application of data preprocessing, data management in bug repositories, bug 

data reduction, feature selection, instance selection, bug triage, prediction for reduction orders 

 

I. INTRODUCTION 

 

In the software engineering mining software repositories is an interdisciplinary domain, which aims to employ data 

mining to deal with software engineering problems. In modern software development, software repositories are large-

scale databases for storing the output of software development, e.g., source code, bugs, etc. Traditional software analysis 

is not completely suitable for the large-scale and complex data in software repositories. Data mining has emerged as a 

promising means to handle software data.  By leveraging data mining techniques, mining software repositories can 

uncover interesting information in software repositories and solve real world software problems. A bug repository (a 

typical software repository, for storing details of bugs), plays an important role in managing software bugs. Software 

bugs are inevitable and fixing bugs is expensive in software development. Software companies spend over 45 percent of 

cost in fixing bugs. Large software projects deploy bug repositories (also called bug tracking systems) to support 

information collection and to assist developers to handle bugs. In a bug repository, a bug is maintained as a bug report, 

which records the textual description of reproducing the bug and updates according to the status of bug fixing. A bug 

repository provides a data platform to support many types of tasks on bugs, e.g., fault prediction. Bug localization, and 

reopened bug analysis. In this paper, bug reports in a bug repository are called bug data. 

There are two demanding situations associated with malicious program statistics that could have an effect on the valuable 

use of worm repositories in software program improvement duties, specifically the huge scale and the low satisfactory. 

On one hand, because of the daily-stated insects, a big range of new insects are stored in computer virus repositories. 

Taking an open supply venture, Eclipse, for example an average of 30 new insects are said to worm repositories in line 

with day in 2007; from 2001 to 2010, 333,371 insects were pronounced to Eclipse by using over 34,917 developers and 

users. It's miles a mission to manually study such big-scale bug statistics in software improvement. However, software 

strategies suffer from the low exceptional of computer virus statistics. Two ordinary traits of low-fine bugs are noise and 

redundancy. Noisy bugs can also deceive related builders at the same time as redundant insects waste the constrained 

time of computer virus handling. 

 A time-consuming step of handling software bugs is bug triage, which aims to assign a correct developer to fix a new 

bug. In traditional software development, new bugs are manually triaged by an expert developer, i.e., a human triage. 

Due to the large number of daily bugs and the lack of expertise of all the bugs, manual bug triage is expensive in time 

cost and low in accuracy. In manual bug triage in Eclipse, 44 percent of bugs are assigned by mistake while the time cost 

between opening one bug and its first triaging is 19.3 days on average. To avoid the expensive cost of manual bug triage, 

existing work has proposed an automatic bug triage approach, which applies text classification techniques to predict 
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developers for bug reports. In this approach, a bug report is mapped to a document and a related developer is mapped to 

the label of the document. Then, bug triage is converted into a problem of text classification and is automatically solved 

with mature text classification techniques. 

 

II. LITERATURE REVIEW 

 

[1] Who should fix this bug? 

AUTHORS:  J. Anvik, L. Hiew, and G. C. Murphy 

This paper present a semi-automatic technique intended to ease one a part of this manner, the mission of news to a 

developer. Our method applies a system mastering set of rules to the open worm repository to study the types of reviews 

every developer resolves. Whilst a new document arrives, the classifier produced through the system getting to know 

technique indicates a small range of builders appropriate to remedy the document. With this approach, we've got reached 

precision degrees of fifty seven percent and sixty four percent on the Eclipse and Firefox improvement initiatives 

respectively. This paper additionally carried out our method to the gcc open supply development with much less 

advantageous consequences. This paper describe the situations under which the approach is applicable and also document 

on the classes we learned about applying gadget studying to repositories utilized in open source improvement.  

Advantage: It is semi automated and gives the bug report to developer. 

                    They achieve precision for eclipse and fire fox. 

Disadvantage: It is not used for open source system. 

                        It is not investigate additional source of information. 

 

[2] Finding bugs in web applications using dynamic test generation and explicit-state model checking 

AUTHORS: S. Artzi, A. Kie_zun, J. Dolby, F. Tip, D. Dig, A. Paradkar, and M. D. Ernst 

This paper presents a dynamic test generation technique for the domain of dynamic Web applications. The technique 

utilizes both combined concrete and symbolic execution and explicit-state model checking. The technique generates tests 

automatically, runs the tests capturing logical constraints on inputs, and minimizes the conditions on the inputs to failing 

tests so that the resulting bug reports are small and useful in finding and fixing the underlying faults. Our tool Apollo 

implements the technique for the PHP programming language. Apollo generates test inputs for a Web application, 

monitors the application for crashes, and validates that the output conforms to the HTML specification. This paper 

presents Apollo’s algorithms and implementation, and an experimental evaluation that revealed 673 faults in six PHP 

Web applications. 

Advantage: It detects run time error and use HTML validate as on oracle. 

                   They perform automated analysis to minimize the size of failure inducing input. 

Disadvantage:  The main drawback of this system is used for only web application in HTML and PHP sript. 

 

 

[3] Reducing the effort of bug report triage:  Recommenders for development-oriented decisions. 

AUTHORS: J. Anvik and G. C. Murphy 

A key collaborative hub for many software improvement projects is the bug file repository. Although its use can enhance 

the software program improvement process in some of methods, reports introduced to the repository want to be triaged. 

A triage determines if a record is meaningful. Significant reviews are then organized for integration into the assignment's 

improvement system. To assist triages with their work, this article offers a device getting to know method to create 

recommenders that assist with a ramification of selections aimed at streamlining the improvement method. The 

recommenders created with this technique are accurate; as an instance, recommenders for which developer to assign a 

file that this paper created using this method have a precision among 70% and ninety eight% over five open source 

projects. They also present   method to assist the configuration of such recommenders that appreciably lowers the cost of 

placing a recommender in place for a task. Those recommenders for which developer must restoration a bug can be fast 

configured with this method and that the configured recommenders are inside 15% precision of hand-tuned developer 

recommenders. 

Advantage: The software developer improves the process of finding the solution in number of way on particular error. 

Disadvantage: In particular project can require substantial effort and be time consuming. 
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[4] Towards graphical models for text processing 

AUTHORS:  C. C. Aggarwal and P. Zhao 

This paper able to introduce the idea of distance graph representations of text statistics. Such representations preserve 

facts approximately the relative ordering and distance between the words inside the graphs and offer a far richer 

illustration in phrases of sentence shape of the underlying facts. Latest advances in graph mining and hardware 

competencies of modern-day computer systems permit us to manner extra complicated representations of text. This 

technique permits knowledge discovery from textual content which isn't always viable with using a natural vector-area 

representation, because it loses an awful lot much less records approximately the ordering of the underlying phrases. 

Furthermore, this illustration does not require the improvement of latest mining and management strategies. That is 

because the method also can be converted right into a structural version of the vector-space representation, which lets in 

using all current equipment for text. Further, present techniques for graph and XML records may be at once leveraged 

with this new illustration. The system applies this method to a variety of mining and management programs and displays 

its advantages and richness in exploring the structure of the underlying textual content documents. 

Advantage: The existing text processing and graph mining infrastructure be used directly with the distance graph 

representation. 

 This system tested large number of different classification, clustering and similarity search applications.  

Disadvantage: This system are not efficiently indexed and retrieved with the use of the distance graph representation. 

[5]  Formal models for expert finding in enterprise corpora. 

AUTHORS:  K. Balog, L. Azzopardi, and M. de Rijke, 

Searching corporation’s document repositories for specialists presents a fee powerful answer for the mission of expert 

finding. These system present two widespread techniques to professional searching given a record collection which is 

formalized the use of generative probabilistic models. The primary of those directly fashions a professional’s knowledge 

primarily based on the documents that they're related to, while the second one locates documents on topic, and then 

unearths the related expert. Forming dependable institutions is essential to the overall performance of professional 

finding structures. Consequently, in our assessment they examine the specific procedures, exploring an expansion of 

institutions alongside other operational parameters. 

Advantage: The standard search engine with very limited effort and user requiring a list of candidate-document 

associations. 

Disadvantage: It extract bug in individual not in group. 

 

III.  PROPOSED SYSTEM 

 

In this paper, we address the problem of data decrease for bug triage, i.e., how to reduce the bug data to save the 

labor cost of developers and recover the quality to facilitate the process of bug triage. Data reduction for bug triage aims 

to build a small-scale and high-quality set of bug data by removing bug reports and words, which are unnecessary or non-

informative. In our work, we combine existing techniques of instance selection and feature selection to simultaneously 

reduce the bug dimension and the word dimension. The reduced bug data contain fewer bug reports and fewer words than 

the original bug data and provide similar information over the original bug data. We evaluate the reduced bug data 

according to two criteria: the scale of a data set and the accuracy of bug triage. To avoid the bias of a particular 

algorithm, we empirically examine the results of four instance selection algorithms and four feature selection algorithms.  

 

IV.  Mathematical Model 

INPUT:- 

 

Let S is the Whole System Consist of 

S= {U, FS, IS, NB} 

Where, 

IS = instance selection. 
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FS = feature selection. 

NB=Navie Bayes 

Instance and Feature Selection. 

FS → IS = Bug data reduction. This first applies FS and then IS. On the other hand, IS → FS denotes first applying IS 

and then FS, we briefly present how to reduce the bug data based on FS → IS. Given a bug data set, the output of bug 

data reduction is a new and reduced data set. In our work, FS → IS and IS → FS are viewed as two orders of bug data 

reduction. 

OUTPUT: Getting the appropriate Decision from the above technique 

V.  SYSTEM ARCHITECTURE 

 

 
 

Fig.1 System Architecture of Toward effective bug triage 

 

VI.    CONCLUSION AND FUTURE WORK 

 

Bug triage is an exclusive step of software maintenance in both manual or labor cost and time cost. In this paper, we 

combine feature selection with instance selection to decrease the scale of bug data sets as well as recover the data quality. 

To determine the order of applying instance selection and feature selection for a new bug data set, we extract attributes of 

each bug data set and train a predictive model based on historical data sets. We empirically investigate the data reduction 

for bug triage in bug repositories of two large open source projects, namely Eclipse and Mozilla. Our work provides an 

approach to leveraging techniques on data processing to form reduced and high-quality bug data in software development 

and maintenance. 

In future work, we plan on improving the results of data reduction in bug triage to explore how to prepare a high 

quality bug data set and tackle a domain-specific software task. For predicting reduction orders, we plan to pay efforts to 

find out the potential relationship between the attributes of bug data sets and the reduction orders. 
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